# **5年前端 历时1个月收获7个offer**

<https://juejin.cn/post/7142690757722243102>

**省流**：最终拿到了58、UMU、便利蜂、虾皮、快手、腾讯、字节的offer。

金三银四面试的, 这次整体面试通过率还挺高的, 面试前没有太多准备, 基本上是面试过程中不断复盘, 整理面试遇到的问题, 到最后面几家自己心仪的公司, 其实就会发现大家问的问题都差不多。

时间过去比较久了, 最近得空了稍微整理一下发出来(不过有些比较重复的问题我当时没有记录, 现在也记不起来了)

## 滴滴

第一家就面的滴滴, 啥都没准备, 中间很多没答好, 但是意外的到了HR面, 可能由于面试表现并不好, 所以给的薪资不及预期。

其中印象比较深刻的是三面面试官：

面试官：问A入职后和上级意见不合应该怎么处理  
我：我官话回答了半天说要考虑当时的背景、双方的观点正确与否再考虑, 最终选择最有利于业务发展的一方  
面试官：说这些都没用, 如果最终上司的方案确实不如A的, 但上司就是坚持自己的意见怎么办?  
我：那我不知道, 请问您有什么看法  
面试官：不招A就行了, 面试阶段就不能让他通过

### 一面

* 闭包是什么? 闭包的用途?
* 简述事件循环原理
* 虚拟dom是什么? 原理? 优缺点?
* vue 和 react 在虚拟dom的diff上，做了哪些改进使得速度很快?
* vue 和 react 里的key的作用是什么? 为什么不能用Index？用了会怎样? 如果不加key会怎样?
* vue 双向绑定的原理是什么?
* vue 的keep-alive的作用是什么？怎么实现的？如何刷新的?
* vue 是怎么解析template的? template会变成什么?
* 如何解析指令? 模板变量? html标签
* 用过vue 的render吗? render和template有什么关系

【代码题】 实现一个节流函数? 如果想要最后一次必须执行的话怎么实现?

【代码题】 实现一个批量请求函数, 能够限制并发量?

### 二面

【代码题】 数组转树结构

const arr = [{

id: 2,

name: '部门B',

parentId: 0

},

{

id: 3,

name: '部门C',

parentId: 1

},

{

id: 1,

name: '部门A',

parentId: 2

},

{

id: 4,

name: '部门D',

parentId: 1

},

{

id: 5,

name: '部门E',

parentId: 2

},

{

id: 6,

name: '部门F',

parentId: 3

},

{

id: 7,

name: '部门G',

parentId: 2

},

{

id: 8,

name: '部门H',

parentId: 4

}

]复制代码

### 终面

【代码题】 去除字符串中出现次数最少的字符，不改变原字符串的顺序。

“ababac” —— “ababa”

“aaabbbcceeff” —— “aaabbb”复制代码

【代码题】 写出一个函数trans，将数字转换成汉语的输出，输入为不超过10000亿的数字。

trans(123456) —— 十二万三千四百五十六

trans（100010001）—— 一亿零一万零一复制代码

## 58 (offer)

整体面试比较顺利, 就是没想到三轮远程面试后, 最终还去现场经历了一次交叉面和业务负责人面试, 不过HR确实是很热情也很专业。不过最终选择了其他offer, 甚至有点感觉对不起大家的热情。

一面二面三面都很不错, 交叉面和业务负责人面试有点水, 就随便问问。

### 一面

* 对前端工程化的理解
* 前端性能优化都做了哪些工作
* Nodejs 异步IO模型
* libuv
* 设计模式
* 微前端
* 节流和防抖
* react有自己封装一些自定义hooks吗? vue有自己封装一些指令吗
* vue 向 react迁移是怎么做的? 怎么保证兼容的
* vue的双向绑定原理
* Node的日志和负载均衡怎么做的
* 那前后端的分工是怎样的？哪些后端做哪些node做
* 给出代码的输出顺序

async function async1() {

console.log('async1 start');

await async2();

console.log('async1 end');

}async function async2() {

console.log('async2');

}console.log('script start');setTimeout(function () {

console.log('setTimeout');

}, 0)async1();new Promise(function (resolve) {

console.log('promise1');

resolve();

console.log('promise2')

}).then(function () {

console.log('promise3');

});console.log('script end');复制代码

【代码题】 给几个数组, 可以通过数值找到对应的数组名称

// 比如这个函数输入一个1，那么要求函数返回Aconst A = [1,2,3];const B = [4,5,6];const C = [7,8,9];

function test(num) {

}复制代码

### 二面

* 了解过vue3吗?
* webscoket的连接原理
* react生命周期
* redux原理
* vue 父子组件的通信方式
* async await的原理是什么?
* async/await, generator, promise这三者的关联和区别是什么?

【场景设计】 设计一个转盘组件, 需要考虑什么, 需要和业务方协调好哪些技术细节? 前端如何防刷

### 三面

【代码题】 数组转树, 写完后问如果要在树中新增节点或者删除节点, 函数应该怎么扩展

const arr = [{

id: 2,

name: '部门B',

parentId: 0

},

{

id: 3,

name: '部门C',

parentId: 1

},

{

id: 1,

name: '部门A',

parentId: 2

},

{

id: 4,

name: '部门D',

parentId: 1

},

{

id: 5,

name: '部门E',

parentId: 2

},

{

id: 6,

name: '部门F',

parentId: 3

},

{

id: 7,

name: '部门G',

parentId: 2

},

{

id: 8,

name: '部门H',

parentId: 4

}

]复制代码

### 交叉面

* 虚拟列表怎么实现?
* 做过哪些性能优化?

### 终面

* 都是一些项目相关

## 金山

一面感觉不错, 面试官非常专业, 态度也和蔼可亲;  
终面的大哥比较盛气凌人, 疯狂PUA, 聊完后让我降薪, 就直接告辞了。

### 一面

* react和vue在技术层面的区别
* 常用的hook都有哪些?
* 用hook都遇到过哪些坑?
* 了解useReducer吗
* 组件外侧let a 1 组件内侧点击事件更改a，渲染的a会发生改变吗？如果let a放在组件内部，有什么变化吗？和useState有什么区别？
* 了解过vue3吗?
* Node是怎么部署的? pm2守护进程的原理?
* Node开启子进程的方法有哪些?
* 进程间如何通信?
* css 三列等宽布局如何实现? flex 1是代表什么意思？分别有哪些属性?
* 前端安全都了解哪些? xss csrf
  + csp是为了解决什么问题的?
  + https是如何安全通信的?
* 前端性能优化做了哪些工作?

【代码题】 不定长二维数组的全排列

// 输入 [['A', 'B', ...], [1, 2], ['a', 'b'], ...]

// 输出 ['A1a', 'A1b', ....]复制代码

【代码题】 两个字符串对比, 得出结论都做了什么操作, 比如插入或者删除

pre = 'abcde123'

now = '1abc123'

a前面插入了1, c后面删除了de复制代码

### 终面

【场景设计】 大数据列表如何设计平滑滚动和加载，下滑再上滑的操作，上下两个buffer区间如何变化和加载数据。

## 便利蜂 (offer)

整体面试比较顺利, 三位面试官也都比较健谈, 最终给了一个很高的总包。不过感觉面试题太简单, 给的钱又多, 有点担心就选择了其他offer。

### 一面

纯聊项目

### 二面

* js中的闭包
* 解决过的一些线上问题
* 线上监控 对于crashed这种怎么监控? 对于内存持续增长，比如用了15分钟之后才会出现问题怎么监控
* 对于linux熟吗? top命令的属性大概聊一下?
* 301 302 304的区别

### 三面

【代码题】 sleep函数

【代码题】 节流防抖

## 小红书

整体给我的感觉是为了面试而面试, 体验极差。

一面面试官只是机械的提问, 提问完也不认真听我的回答, 上一个问题跟下一个问题根本没有关联性, 就像是在对着题库随便选题。

二面面试时好像一直在电脑上聊天, 结束后说是会约三面, 过了大概两周说是只招leader, 我不符合。

### 一面

* 输出什么? 为什么?

var b = 10;

(function b(){

b = 20;

console.log(b);

})();复制代码

* 代码输出顺序题

async function async1() {

console.log('1');

await async2();

console.log('2');

}

async function async2() {

console.log('3');

}

console.log('4');

setTimeout(function() {

console.log('5');

}, 0);

async1();

new Promise(function(resolve) {

console.log('6');

resolve();

}).then(function() {

console.log('7');

});

console.log('8');复制代码

* async await的原理是什么?
* async/await, generator, promise这三者的关联和区别是什么?
* BFC是什么? 哪些属性可以构成一个BFC呢?
* postion属性大概讲一下, static是什么表现? static在文档流里吗?
* Webpack的原理, plugin loader 热更新等等
* Set和Map
* vue的keep-alive原理以及生命周期
* vuex

【代码题】 ES5和ES6的继承? 这两种方式除了写法, 还有其他区别吗?

【代码题】 EventEmitter

### 二面

* 浏览器从输入url开始发生了什么
* react生命周期
* redux的原理
* vue 父子组件的通信方式
* vue的双向绑定原理
* 对vue3的了解? vue3是怎么做的双向绑定?

【代码题】 使用Promise实现一个异步流量控制的函数, 比如一共10个请求, 每个请求的快慢不同, 最多同时3个请求发出, 快的一个请求返回后, 就从剩下的7个请求里再找一个放进请求池里, 如此循环。

## UMU (offer)

前两面都是远程, 终面去了公司现场。到了之后先做了一份测试题, 大概就是考察基本认知能力的。完事后CTO来面试, 直接在现场小黑板上写题。大佬对各种技术都能侃侃而谈, 确实很厉害, 不过听说周六可能要加班, 而且担心稳定性, 就没选择这里。

### 一面

除了项目, 基本都是问的日常开发相关的东西, 比较实在

* node.js如何调试
* charles map local/map remote
* chrome devtool 如何查看内存情况

### 二面

* koa洋葱模型
* 中间件的异常处理是怎么做的？
* 在没有async await 的时候, koa是怎么实现的洋葱模型?
* body-parser 中间件了解过吗
* 如果浏览器端用post接口上传图片和一些其他字段, header里会有什么? koa里如果不用body-parser，应该怎么解析?
* webscoket的连接原理
* https是如何保证安全的? 是如何保证不被中间人攻击的?

### 终面

【代码题】 给一个字符串, 找到第一个不重复的字符

ababcbdsa

abcdefg复制代码

* 时间复杂度是多少?
* 除了给的两个用例, 还能想到什么用例来测试一下?

## 网易

一面直接挂掉, 代码题整体写的乱七八糟, 挂掉理所应当...

### 一面

* 你觉得js里this的设计怎么样? 有没有什么缺点啥的
* vue的响应式开发比命令式有什么好处
* 装饰器
* vuex
* generator 是如何做到中断和恢复的
* function 和 箭头函数的定义有什么区别? 导致了在this指向这块表现不同
* 导致js里this指向混乱的原因是什么?
* 浏览器的事件循环
* 宏任务和微任务的区分是为了做什么? 优先级?

【代码题】 实现compose函数, 类似于koa的中间件洋葱模型

// 题目需求

let middleware = []

middleware.push((next) => {

console.log(1)

next()

console.log(1.1)

})

middleware.push((next) => {

console.log(2)

next()

console.log(2.1)

})

middleware.push((next) => {

console.log(3)

next()

console.log(3.1)

})

let fn = compose(middleware)fn()

/\*

1

2

3

3.1

2.1

1.1

\*/

//实现compose函数function compose(middlewares) {

}

复制代码

【代码题】 遇到退格字符就删除前面的字符, 遇到两个退格就删除两个字符

// 比较含有退格的字符串，"<-"代表退格键，"<"和"-"均为正常字符// 输入："a<-b<-", "c<-d<-"，结果：true，解释：都为""// 输入："<-<-ab<-", "<-<-<-<-a"，结果：true，解释：都为"a"// 输入："<-<ab<-c", "<<-<a<-<-c"，结果：false，解释："<ac" !== "c"

function fn(str1, str2) {

}

复制代码

## 快手 (offer)

整体面试的感觉很专业, 面试态度也很认真, 考察的比较全面, 不过比较蛋疼的是HR面结束后拖了好久, 我Shopee、腾讯、字节口头offer都拿到了, 快手最后才给的口头offer, 也可能是想对比一下其他家的价格吧。

### 一面

* 小程序的架构? 双线程分别做的什么事情?
* 为什么小程序里拿不到dom相关的api
* 代码输出题

console.log(typeof typeof typeof null);console.log(typeof console.log(1));复制代码

* this指向题

var name = '123';

var obj = {

name: '456',

print: function() {

function a() {

console.log(this.name);

}

a();

}

}

obj.print();复制代码

【代码题】 实现一个函数, 可以间隔输出

function createRepeat(fn, repeat, interval) {}

const fn = createRepeat(console.log, 3, 4);

fn('helloWorld'); // 每4秒输出一次helloWorld, 输出3次复制代码

【代码题】 删除链表的一个节点

function (head, node) {}复制代码

【代码题】 实现LRU算法

class LRU {

get(key) {

}

set(key, value) {

}

}复制代码

### 二面

* Promise then 第二个参数和catch的区别是什么?
* Promise finally 怎么实现的
* 作用域链
* Electron架构
* 微前端
* webpack5 模块联邦
* Webworker

### 三面

没有记录, 应该都是问的项目

## 高德

一面直接挂掉, 面试官一直怼着各种api考察记忆力, 都是一些非常偏非常不常用的api。

* 比如css有没有用过xx属性, 是做什么的?
* Promise有个xx方法, 你知道是做什么的吗?

最终就是挂在了css的各种属性背诵上, 麻了, 面试的时候让候选人从头背这些api真的有意义吗?

### 一面

* Symbol
* useRef / ref / forwardsRef 的区别是什么?
* useEffect的第二个参数, 传空数组和传依赖数组有什么区别?
  + 如果return 了一个函数, 传空数组的话是在什么时候执行? 传依赖数组的时候是在什么时候执行?
* flex布局
* ES5继承
* ES6继承, 静态方法/属性和实例方法/属性 是什么时候挂载的
* Promise各种api
* 各种css属性

## Shopee (offer)

面试比较痛快, 一共两面。一下午直接搞定, 一面结束后直接约了一个小时后二面, 二面结束后直接约了一个小时后的HR面。但是最后谈薪的时候HR也是比较磨叽, 一直说要等快手或者字节的价格出来, 他们才会给价格, 说是这样才更有竞争力。

### 一面

* 各种缓存的优先级, memory disk http2 push?
* 小程序为什么会有两个线程? 怎么设计?
* xss? 如何防范?
* 日志 如果大量日志堆在内存里怎么办?

【代码题】 深拷贝

const deepClone = (obj, m) => {

};

需要手写一个深拷贝函数deepClone，输入可以是任意JS数据类型复制代码

【代码题】 二叉树光照，输出能被光照到的节点, dfs能否解决?

输入: [1,2,3,null,5,null,4]

输出: [1,3,4]

输入: []

输出: []

/\*\*

\* @param {TreeNode} root

\* @return {number[]}

\*/function exposedElement(root) {

};

复制代码

![IMG_256](data:image/jpeg;base64,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)

* **【代码题】** 输出顺序题

setTimeout(function () {

console.log(1);

}, 100);

new Promise(function (resolve) {

console.log(2);

resolve();

console.log(3);

}).then(function () {

console.log(4);

new Promise((resove, reject) => {

console.log(5);

setTimeout(() => {

console.log(6);

}, 10);

})

});console.log(7);console.log(8);复制代码

【代码题】 作用域

var a=3;

function c(){

alert(a);

}

(function(){

var a=4;

c();

})();复制代码

【代码题】 输出题

function Foo(){

Foo.a = function(){

console.log(1);

}

this.a = function(){

console.log(2)

}

}

Foo.prototype.a = function(){

console.log(3);

}

Foo.a = function(){

console.log(4);

}

Foo.a();let obj = new Foo();

obj.a();Foo.a();复制代码

### 终面

* 错误捕捉
* 前端稳定性监控
* 前端内存处理

【代码题】 好多请求, 耗时不同, 按照顺序输出, 尽可能保证快, 写一个函数.

const promiseList = [

new Promise((resolve) => {

setTimeout(resolve, 1000)

}),

new Promise((resolve) => {

setTimeout(resolve, 1000)

}),

new Promise((resolve) => {

setTimeout(resolve, 1000)

})

]

fn(promiseList);复制代码

【代码题】 一个数组的全排列

输入一个数组 arr = [1,2,3]

输出全排列

[[1], [2], [3], [1, 2], [1, 3], ...., [1,2,3], [1,2,4] ....]复制代码

## 腾讯 (offer)

腾讯的整体流程是最长的, 一共面了5次, 整体面试难度倒不高, 只有前三轮是正经问技术问题, 后面更像是在聊天聊项目。

因为当时整体其他offer都快到ddl了, 就赶紧催hr给个数字, 最终薪资不及预期就没去了。

### 一面

* 普通函数和箭头函数的this指向问题

const obj = {

fn1: () => console.log(this),

fn2: function() {console.log(this)}

}

obj.fn1();

obj.fn2();

const x = new obj.fn1();const y = new obj.fn2();复制代码

* promise相关的特性
* vue父子组件, 生命周期执行顺序 created mounted
* vue3添加了哪些新特性?
* xss 的特点以及如何防范?
* Http 2.0和http3.0对比之前的版本, 分别做了哪些改进?
* HTTP 3.0基于udp的话, 如何保证可靠的传输?
* TCP和UDP最大的区别是什么?
* CSP除了能防止加载外域脚本, 还能做什么?
* typescript is这个关键字是做什么呢?

【代码题】 多叉树, 获取每一层的节点之和

function layerSum(root) {

}

const res = layerSum({

value: 2,

children: [

{ value: 6, children: [ { value: 1 } ] },

{ value: 3, children: [ { value: 2 }, { value: 3 }, { value: 4 } ] },

{ value: 5, children: [ { value: 7 }, { value: 8 } ] }

]

});

console.log(res);

复制代码

### 二面

没记录, 应该是和前面遇到的面试题重复了

【代码题】 虚拟dom转真实dom

const vnode = {

tag: 'DIV',

attrs: {

id: 'app'

},

children: [{

tag: 'SPAN',

children: [{

tag: 'A',

children: []

}]

},

{

tag: 'SPAN',

children: [{

tag: 'A',

children: []

},

{

tag: 'A',

children: []

}

]

}

]

}

function render(vnode) {

}复制代码

### 三面

* 前端安全 xss之类的
* Https中间人攻击
* 前端History路由配置 nginx

【代码题】 有序数组原地去重

### 四面(gm?忘记了)

如何估算一个城市中的井盖数量

### 终面

都是项目

## 字节 (offer)

之前听说字节各种hard, 给我吓惨了, 不过可能是运气好, 碰到的题都很简单。

### 一面

【代码题】 二叉树层序遍历, 每层的节点放到一个数组里

给定一个二叉树，返回该二叉树层序遍历的结果，（从左到右，一层一层地遍历）

例如：

给定的二叉树是{3,9,20,#,#,15,7},

该二叉树层序遍历的结果是 [ [3], [9,20], [15,7]

]复制代码

【代码题】 实现一个函数, fetchWithRetry 会自动重试3次，任意一次成功直接返回

【代码题】 链表中环的入口节点

对于一个给定的链表，返回环的入口节点，如果没有环，返回null复制代码

### 二面

* 截图怎么实现
* qps达到峰值了，怎么去优化
* 谷歌图片, 如果要实现一个类似的系统或者页面, 你会怎么做?
* 最小的k个数
* 节流防抖
* sleep函数
* js超过Number最大值的数怎么处理?
* 64个运动员, 8个跑道, 如果要选出前四名, 至少跑几次?
* 前端路由 a -> b -> c这样前进, 也可以返回 c -> b -> a, 用什么数据结构来存比较高效
* node 服务治理

【代码题】 多叉树指定层节点的个数

### 三面

【代码题】 叠词的数量

Input: 'abcdaaabbccccdddefgaaa'Output: 4

1. 输出叠词的数量2. 输出去重叠词的数量3. 用正则实现复制代码

## 写在后面

最近的整体行情好像更差了, Shopee也传出了很多毁offer的事情, 当时幸亏没去...

不过劝想看机会的大伙还是骑驴找马, 可以先简单试试水, 看看行情到底如何, 不要只听网友怎么说。

最终愿大家变成offer收割机, 每个人都能拿到自己心仪的offer。

链接：https://juejin.cn/post/7142690757722243102  
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